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1
METHOD AND APPARATUS FOR UPDATING
A SPECULATIVE RENAME TABLE IN A
MICROPROCESSOR

CROSS-REFERENCE TO RELATED
APPLICATIONS

This disclosure claims the benefit of U.S. Provisional
Application No. 61/620,917, filed on Apr. 5, 2012. The entire
disclosure of the application referenced above is incorporated
herein by reference.

FIELD

The present disclosure relates generally to high-perfor-
mance microprocessor logic design and more particularly to
updating a speculative rename table to simplify high-perfor-
mance microprocessor logic design.

BACKGROUND

The background description provided herein is for the pur-
pose of generally presenting the context of the disclosure.
Work of the presently named inventors, to the extent the work
is described in this background section, as well as aspects of
the description that may not otherwise qualify as prior art at
the time of filing, are neither expressly nor impliedly admitted
as prior art against the present disclosure.

Many modern microprocessors can execute multiple
instructions at once. The instructions typically access archi-
tectural registers to perform respective operations. The num-
ber of architectural registers, however, is generally limited.
Accordingly, if multiple instructions need to write to the same
architectural register, the processor may need to serialize the
instructions, which can adversely affect the performance of
the processor.

One way to solve this problem is to use register renaming,
where each time an architectural register is written to, the
architectural register is mapped to a different physical register
with a different name. A table shows which architectural
register references which physical register at a given time.

SUMMARY

A processor comprises a plurality of architectural registers
of'the processor, where the architectural registers are used by
the processor to execute one or more instructions. A renaming
module is configured to rename one or more of the architec-
tural registers to one or more physical registers in the proces-
sor in response to the processor receiving a plurality of
instructions for execution. A memory comprises a first table
configured to store pointers to the physical registers storing
data generated in response to the processor completing execu-
tion of one or more instructions, and a second table config-
ured to store pointers to the physical registers storing data to
be (i) generated by a set of instructions received but not
executed by the processor and (ii) used by instructions to be
received by the processor. An execution module is configured
to execute the plurality of instructions, and discard one or
more instructions from the set of instructions received but not
executed by the processor in response to an event. An updat-
ing module is configured to update pointers in the second
table in response to the event. The updated pointers are gen-
erated based on (i) pointers stored in the first table at a time of
occurrence of the event, and (ii) one or more instructions from
the set of instructions not discarded by the execution module.
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In other features, the execution module is configured to
execute an instruction subsequent to the event based on the
updated pointers.

In other features, the updating module is configured to
update the pointers in the second table in a time period equiva-
lent to one instruction cycle of the processor.

In other features, the updating module is configured to
update the pointers in the second table by (i) copying the
pointers from the first table to the second table, and (ii)
updating the pointers copied into the second table based on
the one or more instructions from the set of instructions not
discarded by the execution module.

In other features, the processor further comprises a first-in
first-out memory configured to store instructions received but
not executed by the processor in an order in which the instruc-
tions are received by the renaming module.

In other features, the updating module is configured to
update the pointers in the second table using the one or more
instructions from the set of instructions not discarded by the
execution module in the order in which the instructions are
stored in the first-in first-out memory.

In other features, the updating module is configured to
update the pointers in the second table using the one or more
instructions from the set of instructions not discarded by the
execution module in an opposite order in which the instruc-
tions are stored in the first-in first-out memory.

In still other features, a method comprises renaming one or
more of architectural registers of a processor to one or more
physical registers in the processor in response to the processor
receiving a plurality of instructions for execution, where the
architectural registers are used by the processor to execute
one or more of the plurality of instructions. The method
further comprises storing, in a first table, pointers to the
physical registers storing data generated in response to the
processor completing execution of one or more instructions;
and storing, in a second table, pointers to the physical regis-
ters storing data to be (i) generated by a set of instructions
received but not executed by the processor and (ii) used by
instructions to be received by the processor. The method
further comprises executing the plurality of instructions and
discarding one or more instructions from the set of instruc-
tions received but not executed by the processor in response to
an event. The method further comprises updating pointers in
the second table in response to the event, where the updated
pointers are generated based on (i) pointers stored in the first
table at a time of occurrence of the event, and (ii) one or more
instructions from the set of instructions not discarded.

In other features, the method further comprises executing
an instruction subsequent to the event based on the updated
pointers.

In other features, the method further comprises updating
the pointers in the second table in a time period equivalent to
one instruction cycle of the processor.

In other features, the method further comprises updating
the pointers in the second table by (i) copying the pointers
from the first table to the second table, and (ii) updating the
pointers copied into the second table based on the one or more
instructions from the set of instructions not discarded.

In other features, the method further comprises storing, in
a first-in first-out memory, instructions received but not
executed by the processor in an order in which the instruc-
tions are received.

In other features, the method further comprises updating
the pointers in the second table, using the one or more instruc-
tions from the set of instructions not discarded, in the order in
which the instructions are stored in the first-in first-out
memory.
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In other features, the method further comprises updating
the pointers in the second table, using the one or more instruc-
tions from the set of instructions not discarded, in an opposite
order in which the instructions are stored in the first-in first-
out memory.

Further areas of applicability of the present disclosure will
become apparent from the detailed description, the claims
and the drawings. The detailed description and specific
examples are intended for purposes of illustration only and
are not intended to limit the scope of the disclosure.

BRIEF DESCRIPTION OF DRAWINGS

FIGS. 1A-1F show an example of a system for renaming
architectural registers of a processor according to the prior
art.

FIGS. 2A and 2B illustrate a state of a speculative register
address translation (RAT) table in the processor when an
unexpected event occurs during instruction execution.

FIGS. 3A and 3B show a method for updating the specu-
lative RAT table in a single instruction cycle of the processor
according to the present disclosure.

FIGS. 4A-4D show a method for updating the speculative
RAT table in multiple instruction cycles of the processor
according to the present disclosure.

FIG. 5 shows a processor configured to update the specu-
lative RAT table according to the present disclosure.

FIG. 6 shows a method for updating the speculative RAT
table according to the present disclosure.

In the drawings, reference numbers may be reused to iden-
tify similar and/or identical elements.

DESCRIPTION

One method used to optimize execution of an instruction
stream in a microprocessor is called register renaming. This
solves the problem of anti-dependency and write-after-write
data dependency cases. The problem is solved by assigning
different versions of the same register different physical loca-
tions and renaming which physical register maps to which
architectural register each time the register is written. In a
variant of register renaming called a physical register file, the
design disposes of the need to ever copy the data from a
renamed location to a fixed physical location, opting instead
to just update a pointer in a register address table.

A high-performance system will actually include two of
these tables (or one table with twice as many entries). One of
the tables is the architectural state of the register renaming (as
defined by all retired instructions), and the other table is the
speculative renaming state, which is identical to the architec-
tural state but as modified by all outstanding instructions. The
speculative state is used by new instructions to identify the
source fortheir data. This is illustrated by the sequence shown
in FIGS. 1A-1E (described in detail later), which show a
simplified system using a physical register file to rename four
architectural registers.

When an unexpected change of execution direction (e.g., a
mis-predicted branch or exception) occurs, some but poten-
tially not all of the outstanding operations will be discarded.
When this happens, the correct state of the speculative renam-
ing table would be the state of the architectural table plus the
influence of all of the outstanding instructions that were not
discarded. However, immediately following the discarding of
some of the outstanding instructions, the speculative table
incorrectly reflects the influence of the discarded instructions,
and any new instructions may then get wrong physical regis-
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4

ter mapping, and hence wrong data. This is shown in FIGS.
2A and 2B, which are described in detail later.

This problem can be solved in many ways. The most basic
approach involves waiting for all outstanding instructions to
complete and retire, at which point the architectural renaming
table can simply be copied to the speculative table, since with
no outstanding operations, the two tables should be equiva-
lent. Another approach involves saving the state of the specu-
lative table at a defined set of key points (e.g., at branches that
could be mis-predicted), and then copying the saved state
back to the speculative renaming table.

Both these approaches have disadvantages. In the first
approach, the time spent waiting for operations to retire
would be better spent executing new instructions, and could
be quite long, depending on the instruction mix. In the second
approach, the amount of memory needed to save and restore
copies of the renaming table quickly grows unwieldy and
expensive in terms of area and power.

The present disclosure relates to methods for correcting the
speculative rename table that provides a much better balance
between performance and cost than the two approaches
described above. A first method according to the present
disclosure copies the architectural renaming table to the
speculative table, and then iteratively updates it with the
influence of all outstanding instructions that have not been
discarded in code order. Once all outstanding instructions
have been processed into the updated speculative rename
table, new instructions can be allowed into the system again.
While this method involves some waiting for the table to be
updated, unlike waiting for the instructions to finish, the wait
is known and much shorter than the first approach described
above. In many cases, the wait is short enough to end before
a first new instruction arrives to look up the speculative
rename table.

A second method according to the present disclosure
updates the table with the outstanding instructions in a reverse
order. Accordingly, an instruction may not have to wait for the
full table to be restored, as long as the entry needed by the
instruction has been updated. This method is feasible and
efficient because in most, if not all instruction set architec-
tures, the register values seen by an instruction are the result
of the next oldest instruction that updates the location.
Accordingly, if the instructions are processed to update the
speculative rename table in reverse order (youngest to oldest),
once an entry has been updated, the updated entry has a
correct value, and updates to the entry from an older instruc-
tion will be blocked.

In either method, the number of entries that can be pro-
cessed in a cycle may be variable or fixed, and may differ
depending on implementation. For example, FIGS. 3A and
3B (described in detail later) show an implementation that
processes all the outstanding entries in a single cycle while
FIGS. 4A-4D (described later in detail) show an implemen-
tation that processes one entry per cycle. A practical imple-
mentation may be in between these two implementations, for
example, processing 4 or 8 entries per cycle.

FIGS. 1A-1F show an example of a system for renaming
four architectural registers of a processor 200. The system
includes a renaming module 202, and architectural register
address translation (RAT) table 204, a physical register bank
206, a speculative RAT table 208, an execution module 210,
and a FIFO buffer 214. The system executes instructions of a
program code. The system does not execute the instructions
sequentially, that is, in the order in which they appear in the
program code, and yet provides results as if the instructions
are executed in the order in which they appear in the program
code.
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The architectural RAT table 204 stores pointers for archi-
tectural registers r0 through r3. A pointer for an architectural
register points to a physical register (any physical register
from p0 through p7) where data corresponding to the archi-
tectural register is stored. The data is generated by a retired
instruction. The speculative RAT table 208 stores pointers to
physical registers where data to be used by instructions that
are yet to be executed by the processor 200 is stored.

For example, FIGS. 1A and 1B show two operations that
write to the architectural register r0. In FIG. 1A, at time 0, a
command mov r0,#1 is received to write a value 1 to the
architectural register r0. Subsequently, in FIG. 1B, at time 1,
a command mov r0,#3 is received to write a value 3 to the
architectural register r0. In FIG. 1A, the renaming module
202 renames the architectural register r0 to the physical reg-
ister p1; and the execution module 210 executes a command
mov pl,#1 to write the value 1 into the physical register p1.

In FIG. 1B, the renaming module 202 renames the archi-
tectural register r0 to the physical register p2; and the execu-
tion module 210 executes a command mov p2,#3 to write the
value 3 into the physical register p2. In the speculative RAT
table 208, an entry for the architectural register r0 points to the
physical register p1.

In FIG. 1C, at time 2, an instruction mov r2,r0 is received.
The renaming module 202 renames the architectural register
r2 to the physical register p3, and the speculative RAT table
208 provides the value of the architectural register r0 stored in
the physical register p2 based on the renaming operation
performed immediately preceding the instruction mov r2,r0.
The command mov r0,#1 shown in FIG. 1A is completed (i.e.,
retired). Accordingly, the value 1 is written in the physical
register p1, and the pointer to the physical register p1 is stored
in the entry for the architectural register r0 in the architectural
RAT table 204.

In FIG. 1D, at time 3, the execution module 210 executes
the command mov p3,p2, which writes the value 3 in the
physical register p2. No new instructions are received in
FIGS. 1D-1F. In FIG. 1E, at time 4, the execution module 210
finishes the execution of the command mov p3,p2, and the
value 3 from the physical register p2 is written to the physical
register p3.

FIG. 1F shows the final state of the system when the execu-
tion of all three instructions shown in FIGS. 1A-1C is com-
pleted (i.e., the instructions are retired). Specifically, in both
the architectural RAT table 204 and the speculative RAT table
208, the architectural register r2 points to the physical register
p3 storing the value of 3, and the architectural register r0
points to the physical register p2 storing the value of 3.

FIGS. 2A and 2B illustrate the problem being solved by the
present disclosure. For example, in FIG. 2A, the FIFO buffer
214 contains five instructions that are currently outstanding
(i.e., instructions that are received, renamed, but not yet
retired). One of the outstanding instructions is a branch
instruction (e.g., branch if equal to beq). Suppose that the
branch instruction is mis-predicted (e.g., the branch is taken
instead of not branching). As a result, the two instructions
after the branch instruction (move p7,#1 and move p6,#2)
should not be executed following the branch instruction.
Instead, some other instructions should be executed follow-
ing the branch instruction.

In FIG. 2B, the two instructions after the branch instruction
are shown crossed out (i.e., deleted from the FIFO buffer
214). The speculative RAT table 208, however, still contains
pointers to the physical registers p6 and p7 stored in the
entries for the architectural registers r2 and r3, respectively,
since the physical registers p7 and p6 are speculatively
mapped to the architectural registers r2 and r3, respectively.
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Accordingly, if a new instruction such as mov r3,r2 (shown in
FIG. 2B) is received, the speculative RAT table 208 will
provide the incorrect value of the architectural register r2 as
r2=p6. Instead, the new instruction should receive the correct
value for the architectural register r2 as r2=p5, which is the
result of the valid instruction immediately preceding the
branch instruction, but which is not yet in the architectural
RAT table 204 since the instruction is not yet retired.

One way to solve the problem (i.e., in the above example,
to get the architectural register r2 in the speculative RAT table
208 to point correctly to p5 before a new instruction is
received), is to wait until the instructions in the FIFO buffer
214 retire and then copy the contents of the architectural RAT
table 204 to the speculative RAT table 208. The present dis-
closure solves the problem without waiting for the instruc-
tions to retire as follows. FIGS. 3A-4D show a processor 201
according to the present disclosure.

FIGS. 3A and 3B show a method for updating the specu-
lative RAT table 208 in a single instruction cycle of the
processor. In FIG. 3A, an updating module 212 updates the
data in the speculative RAT table 208 using the data in the
architectural RAT table 204 and the instructions pending in
the FIFO buffer 214. Specifically, the updating module 212
generates the correct pointers that would have been stored in
the speculative RAT table 208 if the instructions pending in
the FIFO buffer 214 had retired. FIG. 3B shows the result
after updating the speculative RAT table 208 is complete.
Accordingly, in FIG. 3B, when a new instruction such as mov
r3,r2 is received, the speculative RAT table 208 provides the
correct pointer for the architectural register r2 as r2=p5.

FIGS. 4A-4D show a method for updating the speculative
RAT table 208 in multiple instruction cycles of the processor.
Specifically, in FIG. 4A, the contents of the architectural RAT
table 204 are initially copied into the speculative RAT table
208. Subsequently, as shown in FIGS. 4B and 4C, the con-
tents of the speculative RAT table 208 are updated based on
the instructions pending in the FIFO buffer 214.

Specifically, in FIG. 4B, the pointer to the physical register
p3 stored in the entry for the architectural register r2 in the
speculative RAT table 208 is replaced by a pointer to the
physical register p5. In FIG. 4C, the pointer to the physical
register p2 stored in the entry for the architectural register r0
in the speculative RAT table 208 is replaced by a pointer to the
physical register p0.

FIG. 4D shows the result after updating the speculative
RAT table 208 is complete, which is identical to the result
shown in FIG. 3B. Accordingly, in FIG. 4D, when a new
instruction such as mov r3,r2 is received, the speculative RAT
table 208 provides the correct pointer for the architectural
register r2 as r2=p5.

The updates may be performed using a single instruction or
a group of instructions at a time. Additionally, the updates
may be performed by reading the instructions in the FIFO
buffer 214 from right to left (i.e., oldest to newest instruc-
tions) or from left to right (i.e., from newest to oldest instruc-
tions). For example, if multiple instructions pending in the
FIFO buffer 214 use the same architectural register but dif-
ferent physical registers, updating can be performed using
instructions from left to right so that the processor 201 can
begin executing new instructions using the partially updated
speculative RAT table 208 without waiting for the entire
speculative RAT table 208 to be updated. In any case, as
entries in the speculative RAT table 208 are updated, the
entries can be flagged as updated, and the processor 201 can
begin executing new instructions using the updated entries.

FIG. 5 shows a processor 201 configured to update the
speculative register address translation table according to the
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present disclosure. The processor 201 includes a renaming
module 202, an architectural register address translation
(RAT) table 204, a physical register bank 206, a speculative
RAT table 208, an execution module 210, an updating module
212, and a FIFO buffer 214.

The processor 201 includes a plurality of architectural
registers. The architectural registers are used by the processor
201 to execute one or more instructions. The processor 201
also includes a plurality of physical registers. The physical
register bank 206 includes the plurality of physical registers.
The processor 201 includes a memory that includes the archi-
tectural RAT table 204, the physical register bank 206, the
speculative RAT table 208, and the FIFO buffer 214.

The renaming module 202 is configured to rename one or
more of the architectural registers to one or more physical
registers when the processor 201 receives a plurality of
instructions for execution. The architectural RAT table 204
stores pointers to the physical registers that store data gener-
ated by retired instructions (i.e., instructions whose execution
is completed by the processor 201). The speculative RAT
table 208 stores pointers to the physical registers that store
data that will be generated by a set of instructions that are
received but not yet executed by the processor 201, where the
data will be used by new instructions not yet received by the
processor 201. The FIFO buffer 214 stores the set of instruc-
tions that are received but not yet executed by the processor
201.

The execution module 210 executes instructions. When an
event such as a mis-predicted branch or exception occurs, the
execution module 210 discards one or more instructions from
the set of instructions received but not executed by the pro-
cessor 201. The updating module 212 updates pointers in the
speculative RAT table 208 in response to the event. The
updated pointers are generated based on pointers stored in the
architectural RAT table 204 at the time of occurrence of the
event and based on one or more instructions from the set of
instructions not discarded by the execution module 210 (i.e.,
instructions pending execution in the FIFO buffer 214).
Accordingly, the execution module 210 can execute a new
instruction subsequent to the event based on the updated
pointers in the speculative RAT table 208.

In one implementation, the updating module 212 updates
the pointers in the speculative RAT table 208 in a time period
equivalent to one instruction cycle of the processor 201. The
updating module 212 updates the pointers in the speculative
RAT table 208 by copying the pointers from the architectural
RAT table 204 to the speculative RAT table 208, and by
updating the pointers copied into the speculative RAT table
208 based on one or more instructions from the set of instruc-
tions not discarded by the execution module 210 (i.e., instruc-
tions pending execution in the FIFO buffer 214).

The FIFO buffer 214 stores instructions, that are received
and renamed but not yet executed by the processor 201, in an
order in which the instructions are received by the renaming
module 202. The updating module 212 may update the point-
ers in the speculative RAT table 208 in one of two ways. The
updating module 212 may update the pointers in the specu-
lative RAT table 208 using one or more instructions from the
set of instructions not discarded by the execution module 210
in the order in which the instructions are stored in the FIFO
buffer 214. Alternatively, the updating module 212 may
update the pointers in the speculative RAT table 208 using
one or more instructions from the set of instructions not
discarded by the execution module 210 in an opposite or
reverse order than the order in which the instructions are
stored in the FIFO buffer 214.
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FIG. 6 shows a method 300 for updating the speculative
register address translation table according to the present
disclosure. At 302, control renames architectural registers to
physical registers when instructions are received. At 304,
after renaming, control queues instructions for execution
(e.g., in FIFO). At 306, control stores, in the architectural
RAT table, pointers to physical registers storing data gener-
ated by retired instructions. At 308, control stores, in the
speculative RAT table, pointers to physical registers storing
data to be generated by instructions received but not yet
retired, for use by new instructions. At 310, control deter-
mines whether an event, such as a mis-predicted branch or
exception, occurred. If an event did not occur, control returns
to 302. At 312, if an event occurred, control discards one or
more instructions pending execution in the FIFO. At 314,
control updates pointers in the speculative RAT table as
described above using pointers in the architectural RAT table
and non-discarded instructions pending execution in the
FIFO. At 316, control executes new instructions using
updated pointers in speculative RAT table. Control returns to
302.

The foregoing description is merely illustrative in nature
and is in no way intended to limit the disclosure, its applica-
tion, or uses. The broad teachings of the disclosure can be
implemented in a variety of forms. Therefore, while this
disclosure includes particular examples, the true scope of the
disclosure should not be so limited since other modifications
will become apparent upon a study of the drawings, the speci-
fication, and the following claims. As used herein, the phrase
at least one of A, B, and C should be construed to mean a
logical (A or B or C), using a non-exclusive logical OR. It
should be understood that one or more steps within a method
may be executed in different order (or concurrently) without
altering the principles of the present disclosure.

In this application, including the definitions below, the
term module may be replaced with the term circuit. The term
module may refer to, be part of, or include an Application
Specific Integrated Circuit (ASIC); a digital, analog, or mixed
analog/digital discrete circuit; a digital, analog, or mixed
analog/digital integrated circuit; a combinational logic cir-
cuit; a field programmable gate array (FPGA); a processor
(shared, dedicated, or group) that executes code; memory
(shared, dedicated, or group) that stores code executed by a
processor; other suitable hardware components that provide
the described functionality; or a combination of some or all of
the above, such as in a system-on-chip.

The term code, as used above, may include software, firm-
ware, and/or microcode, and may refer to programs, routines,
functions, classes, and/or objects. The term shared processor
encompasses a single processor that executes some or all code
from multiple modules. The term group processor encom-
passes a processor that, in combination with additional pro-
cessors, executes some or all code from one or more modules.
The term shared memory encompasses a single memory that
stores some or all code from multiple modules. The term
group memory encompasses a memory that, in combination
with additional memories, stores some or all code from one or
more modules. The term memory may be a subset of the term
computer-readable medium. The term computer-readable
medium does not encompass transitory electrical and electro-
magnetic signals propagating through a medium, and may
therefore be considered tangible and non-transitory. Non-
limiting examples of a non-transitory tangible computer read-
able medium include nonvolatile memory, volatile memory,
magnetic storage, and optical storage.

The apparatuses and methods described in this application
may be partially or fully implemented by one or more com-
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puter programs executed by one or more processors. The
computer programs include processor-executable instruc-
tions that are stored on at least one non-transitory tangible
computer readable medium. The computer programs may
also include and/or rely on stored data.
What is claimed is:
1. A processor comprising:
a plurality of architectural registers of the processor,
wherein the architectural registers are used by the pro-
cessor to execute one or more instructions;
a renaming module configured to rename one or more of
the architectural registers to one or more physical regis-
ters in the processor in response to the processor receiv-
ing a plurality of instructions for execution;
a memory comprising
a first table configured to store pointers to the physical
registers storing data generated in response to the
processor completing execution of one or more
instructions, and

a second table configured to store pointers to the physi-
cal registers storing data to be (i) generated by a set of
instructions received but not executed by the proces-
sor and (ii) used by instructions to be received by the
processor;

an execution module configured to
execute the plurality of instructions, and
discard one or more instructions from the set of instruc-

tions received but not executed by the processor in
response to an event; and

an updating module configured to update pointers in the
second table in response to the event, wherein the
updated pointers are generated based on (i) pointers
stored in the first table at a time of occurrence of the
event, and (ii) one or more instructions from the set of
instructions not discarded by the execution module.

2. The processor of claim 1, wherein the execution module
is configured to execute an instruction subsequent to the event
based on the updated pointers.

3. The processor of claim 1, wherein the updating module
is configured to update the pointers in the second table in a
time period equivalent to one instruction cycle of the proces-
SOf.

4. The processor of claim 1, wherein the updating module
is configured to update the pointers in the second table by (i)
copying the pointers from the first table to the second table,
and (ii) updating the pointers copied into the second table
based on the one or more instructions from the set of instruc-
tions not discarded by the execution module.

5. The processor of claim 1, further comprising a first-in
first-out memory configured to store instructions received but
not executed by the processor in an order in which the instruc-
tions are received by the renaming module.

6. The processor of claim 5, wherein the updating module
is configured to update the pointers in the second table using
the one or more instructions from the set of instructions not
discarded by the execution module in the order in which the
instructions are stored in the first-in first-out memory.
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7. The processor of claim 5, wherein the updating module
is configured to update the pointers in the second table using
the one or more instructions from the set of instructions not
discarded by the execution module in an opposite order in
which the instructions are stored in the first-in first-out
memory.

8. A method comprising:

renaming one or more of architectural registers of a pro-

cessor to one or more physical registers in the processor
in response to the processor receiving a plurality of
instructions for execution, wherein the architectural reg-
isters are used by the processor to execute one or more of
the plurality of instructions;

storing, in a first table, pointers to the physical registers

storing data generated in response to the processor com-
pleting execution of one or more instructions;

storing, in a second table, pointers to the physical registers

storing data to be (i) generated by a set of instructions

received but not executed by the processor and (ii) used

by instructions to be received by the processor;
executing the plurality of instructions;

discarding one or more instructions from the set of instruc-

tions received but not executed by the processor in
response to an event; and

updating pointers in the second table in response to the

event, wherein the updated pointers are generated based
on (i) pointers stored in the first table at a time of occur-
rence of the event, and (ii) one or more instructions from
the set of instructions not discarded.

9. The method of claim 8, further comprising executing an
instruction subsequent to the event based on the updated
pointers.

10. The method of claim 8, further comprising updating the
pointers in the second table in a time period equivalent to one
instruction cycle of the processor.

11. The method of claim 8, further comprising updating the
pointers in the second table by (i) copying the pointers from
the first table to the second table, and (ii) updating the pointers
copied into the second table based on the one or more instruc-
tions from the set of instructions not discarded.

12. The method of claim 8, further comprising storing, in a
first-in first-out memory, instructions received but not
executed by the processor in an order in which the instruc-
tions are received.

13. The method of claim 12, further comprising updating
the pointers in the second table, using the one or more instruc-
tions from the set of instructions not discarded, in the order in
which the instructions are stored in the first-in first-out
memory.

14. The method of claim 12, further comprising updating
the pointers in the second table, using the one or more instruc-
tions from the set of instructions not discarded, in an opposite
order in which the instructions are stored in the first-in first-
out memory.



